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Abstract—Web services technology provides a platform on which we can develop distributed services. The interoperability among these services is achieved by various standard protocols. In recent years, several researches suggested that Petri Nets provide a satisfactory assistance to the whole process of web services development. Business transactions, on the other hand, involve the coordination and interaction between multiple partners. With the emergence of web services, business transactions are conducted using these services. The coordination among the business processes is crucial, so is the handling of faults that can arise at any stage of a transaction. BPEL models the behavior of business process interaction by providing a XML based grammar to describe the control logic required to coordinate the web services participating in a process flow. However BPEL lacks a proper formal description where the composition of business processes cannot be formally verified. Petri Nets, on the other hand, facilitates a formal foundation for rigorous verification of the composition. This paper presents a comparison of web service composition between BPEL and Petri nets.

Index Terms—BPEL, web service, SOAP, petri nets, XML.

I. INTRODUCTION

The term “web service” describes a standardized way of integrating web-based application using open standards (e.g. XML, SOAP, and UDDI) over an internet protocol backbone. Used primarily as a means for businesses to communicate with each other and with clients, web services allow organizations to communicate data without intimate knowledge of each other’s IT system behind the firewall. Instead of providing GUI’s to users, web services share business logic, data and processes through a programmable interface across the network.

Business Process Execution Language (BPEL), short for Web services Business Process Execution Language (WS-BPEL) is an OASIS standard executable language for specifying actions within business processes with web services. Processes in BPEL export and import information by using web service interfaces exclusively. For more about BPEL please see [1].

Petri nets [2], [3] are a well-founded process modeling techniques that have formal semantics. They have been used to model and analyze several types of processes including protocols, manufacturing systems, and business processes. A petri net is a directed, connected, and bipartite graph in which each node is either a place or a transition. Tokens occupy places. When there is at least one token in every place connected to a transition, we say that the transition is enabled. Any enabled transition may fire removing one token from every input place, and depositing one token in each output place. For more elaborate introduction to petri nets, the reader is referred to [2], [4], [5].

II. RELATED WORK

This paper presents our on-going research of comparing the composition of web services by Petri nets and BPEL. We model the transaction of a Car Broker web Service using both BPEL and Petri nets examining the expressiveness of both languages.

In the reminder of the paper, Section III gives an overview of the Petri nets and its constructs. Section V first briefly describes our case study web service and then model the web service in both BPEL and Petri nets. For brevity only an abstract version of Car Broker web Service is modeled in this paper. Finally, we conclude our paper and outline our future plans.

Several research issues, both theoretical and practical, are raised by web services. Some of the issues are to specify web services by a formally defined expressive language, to compose them, and to ensure their correctness; formal methods provide an adequate support to address these issues. Recently, many XML-based process modeling languages (also known as choreography and orchestration languages) such as WSCI, BPML, BPEL4WS, WSFL, XLANG have emerged that capture the logic of composite web services. These languages also provide primitives for the definition of business transactions.

There are some studies on the modeling and analysis of a single BPEL processes using Petri nets. [6]-[8]. Hinz [8] presents a Petri net model for BPEL, and this model covers the exceptional behavior (e.g., faults, events, compensation). Lohmann [6] uses Petri nets to decide the controllability of a service, i.e., the existence of a partner process, and compute its operating guideline. Ouyang et al. [7] present a comprehensive and rigorously defined mapping of BPEL constructs into Petri net structures. Ripon [11] shows the composition of web service through BPEL and cCsp Process Algebra.

III. PETRI NETS

Petri nets is a graphical and mathematical modeling tool applicable to many systems [5]. It is very useful tool for specifying information processing systems, which are describe as being asynchronous, parallel, concurrent,
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distributed or dynamical [5].

A. Atomic Process

The Petri nets model for an atomic process described by BPEL is a Petri nets \( PN = \langle S, T, I, O \rangle \) as shown in Fig. 1, where

\[
S = \{s\};
\]

It represents the service to be run when \( s \) includes Tokens.

\[
T = \{t_s, t_e\},
\]

where \( t_s \) represents beginning of the service and \( t_e \) represents ending of the service.

\( I(t_s, s) \) and \( O(s, t_e) \) represent Input and Output respectively.

B. Sequence Process

The petri nets model for sequence composition of web services is a hierarchical Petri nets \( SPN = \langle S, PN, I, O \rangle \) as shown in Fig. 2, where

\[
S = \{s_1, s_2, s_3, \ldots, s_k\}
\]

\( PN = \{PN_1, PN_2, PN_3, \ldots, PN_k\} \),

where \( PN_i \) is a subset of \( i \)-th service.

\[ I = \{I(s_i, t_1) \cup O(t_1, PN_{i+1}) \mid i = 1, 2, 3, \ldots, k-1\} \]

C. Split Process

The Petri nets model for split composition of web service is a hierarchical Petri nets \( SPN = \langle S, PN, I, O \rangle \) as show in Fig. 3, where,

\[
S = \{s_i\}
\]

\[
T = \{t_j\}
\]

\( PN = \{PN_1, PN_2, PN_3, \ldots, PN_k\} \),

where \( PN_i \) is a subset of \( i \)-th service.

\[ I = \{I(s_i, t_1) \cup O(t_1, PN_{i+1}) \mid i = 1, 2, 3, \ldots, k\} \]

D. The Split-Join Process

The Petri Nets model for split-join composition of web services is a hierarchical Petri nets \( SJPN = \langle S, PN, I, O \rangle \) as shown in Fig. 4, where,

\[
S = \{s_{in}, s_{out}\}
\]

\[
T = \{t_1, t_2, t_3, t_4\}
\]

\( PN = \{PN_1, PN_2, PN_3, \ldots, PN_k\} \),

where \( PN_i \) is a subset of \( i \)-th service.

\[ I = \{I(s_{in}, t_1) \cup I(t_1, PN_{i}) \cup O(PN_{i}, t_2) \cup I(t_1, s_{out}) \mid i = 1, 2, 3, \ldots, k\} \]

In this paper we briefly discuss some feature of BPEL and Petri Nets for more details about BPEL and Petri Nets see [1]-[5].

IV. BPEL

Business Process Execution Language for Web Services (BPEL or BPEL4WS) is a language used for the definition and execution of business processes using Web services. BPEL enables the top-down realization of Service Oriented Architecture (SOA) through composition, orchestration, and coordination of Web services. BPEL provides a relatively easy and straightforward way to compose several Web services into new composite services called business processes. Process of Petri nets is called activity in BPEL.

A. Atomic Activity

BPEL has several Atomic activities such as receive, invoke, replay etc. The receive activity is written as:-

\[
\langle\text{receive}\rangle \ldots \ldots \langle/\text{receive}\rangle
\]

\[
\langle\text{reply}\rangle \ldots \ldots \langle/\text{reply}\rangle
\]

\[
\langle\text{invoke}\rangle \ldots \ldots \langle/\text{invoke}\rangle
\]

B. Sequence

The BPEL model for sequence composition of web service is shown in Fig. 5. \( \langle\text{sequence}\rangle \) tag is used for representing sequence activity. The structure of \( \langle\text{sequence}\rangle \) in BPEL is:-

\[
\langle\text{sequence}\rangle \ldots \ldots \langle/\text{sequence}\rangle
\]

\[
\langle\text{receive}\rangle \ldots \ldots \langle/\text{receive}\rangle
\]

\[
\langle\text{invoke}\rangle \ldots \ldots \langle/\text{invoke}\rangle
\]

C. Split

The BPEL model for split/ parallel composition of web service is shown in Fig. 5. In BPEL \( \langle\text{flow}\rangle \) tag is used for Split composition.

\[
\langle\text{flow}\rangle \ldots \ldots \langle/\text{flow}\rangle
\]
D. The Split-Join

The split-join composition of web service can be shown in BPEL by adding `<sequence>` and `<flow>` tags together. Figure 5 shows the split-join activity in BPEL.

V. CAR BROKER WEB SERVICE

A car broker web service negotiates car purchases for its buyers and arranges loans for these. The car broker uses two separate web services: a Supplier to find a suitable quote for the requested car model and a Lender to arrange loans. Each web service can operate separately and can be used in other web services. In this case study, our focus is on how the processes communicate with each other. For brevity, several details are abstracted from the description. The original car broker example can be found in [9], [10].

BPEL construct sequence is defined to arrange the services in sequential order; flow is used to model the tasks in parallel. Due to brevity, a limited part of the BPEL is presented here. The Petri Nets (graphical) representation of the Broker web service is defined in Fig. 7.

According to the Petri Nets, the Car Broker Web Service can be described as,

\[
\text{Car} = \langle \text{Place}, \text{Tran}, \text{In}, \text{Out} \rangle
\]

where \( \text{Place} = \{ \text{Buyer}, \text{Broker}, \text{Supplier}, \text{LoanStar} \} \)

Since Broker has some sub place so,

\[
\text{Broker} = \{ b_1, b_2, \ldots, b_{11} \}
\]

\[
\text{Tran} = \{ B_1, t_1 - t_8, S_0, L_0 \}
\]

\[
\text{In} = \{ (B_1, b_1), (B_1, b_1), (b_1, t_1), (t_1, b_2), (b_2, t_2), \ldots, (t_8, b_7), \ldots, \}
\]

\[
\text{Out} = \{ (\text{Buyer}, B_1), \ldots, (L_0, \text{LoanStar}), (S_0, \text{Supplier}) \}
\]

The Broker received a token from Buyer (the token contains information about car). After receiving the token Broker add more parameter with the token and send it to Supplier. Supplier also adds some parameter with the token...
and return back it to Broker. After that, the Broker simultaneously send the token to LoanStar, Buyer and Supplier. The token has different meanings. LoanStar receives the token as request for Loan, Buyer receives it as a notification for confirmation and Supplier receives it as a delivery order. The process is terminated when all of those tokens are return back to Broker.

![Fig. 7. The Petri Nets representation of car broker web service](image)

VI. CONCLUSION

Having been able to model the web services both by using Petri nets and BPEL confirms suitability of a proper formal verification of the web service composition. As this composition is crucial to business organizations our comparative case study made a significant leap onwards the development of a verified web services.
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