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Abstract—This paper proposes a new set of structural software metrics to estimate the quality of an object-oriented software system using graph algorithms. In the proposed technique, firstly, the class diagram of the ultimate system is mapped into its graph-based structural model. In the developed graph-based structural model the weights of edges are the dependence degrees of relationships among the classes of the class diagram. Then, the graph algorithms are applied based on the longest path algorithm to propose a new set of structural software metrics. The proposed structural software metrics can estimate the quality of the ultimate software system based on the possible maximum relational complexities between the classes of its class diagram. Our proposed structural software metrics can detect some classes which have the most complex relationships with other classes in the class diagram. The detected classes may need more time and effort to maintain in the next phases of the software development compared to other classes.
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I. INTRODUCTION

Classes are the foundation of the object-oriented software design and development. Unified Modeling Language (UML) class diagram is a standard modeling language for describing, visualizing, and documenting of the employed classes and relationships among them in an object-oriented software system before development of the system. In this way, with measuring the quality of a class diagram in the early stages of the software system development, many unnecessary revisions at later stages will be deleted [1]. The quality of a class diagram is measured using software metrics which map a software development domain to a numerical domain, usually the real numbers [2]. It means that with measuring the complexity of a class diagram using software metrics, we can estimate the quality of its ultimate software system in the early stages of the development. Most of the previously reported works on the complexity of class diagrams have not strictly focused on the relationships among classes, especially indirect relationships [3]-[6]. Therefore, in this paper, we apply graph algorithms and introduce a methodology to propose a new set of structural software metrics to measure the complexity of a class diagram with regarding all the direct and indirect relationships among its classes. In the proposed methodology, firstly, we develop a graph-based structural model of a class diagram based on the different relationships among its classes. Then, we employ this graph-based structural model of the class diagram and graph algorithms to propose a new set of structural software metrics. The proposed structural software metrics can estimate the quality of an ultimate software system based on all types of direct/indirect relationships among its classes more objectively.

This paper has been organized as follow: the next section represents the relational concepts of a class diagram. Then, in the third section, our proposed structural software metrics of UML class diagram have been presented. The fourth section presents the elaboration of the proposed structural software metrics through an example. Finally, the last section concludes the paper.

II. UML CLASS DIAGRAM: STRUCTURAL CONCEPTS

There are six types of primary relationships among classes of a class diagram including association, aggregation, composition, generalization, dependency, and realization [7] (Fig. 1). One of the main structural features of a class diagram is the dependence degree of its classes which characterizes the semantics of relationships among the classes [8]. The dependence degree indicates the level of dependence among the classes which have relationship. The six types of primary relationships among classes in a class diagram define different values of dependence degrees. The smallest dependence degree belongs to the dependency relationship as it is a kind of association relationship that does not need to be instantiated. The association is a more general relationship, while does not explicitly describe the concrete relationship. Therefore, dependence degree of an association relationship should not be less than that of a dependency relationship.

![Fig. 1. A schematic of six kinds of primary relationships among classes of a class diagram.](image-url)
As the aggregation relationship indicates the whole-part relationship, its dependence degree is more than that of the dependency relationship. Accordingly, dependence degree of a composition relationship is more than that of an aggregation relationship. In a composition relationship, a super-class can access only the public interface of its sub-class, while in a generalization relationship a sub-class can define new attributes and methods in addition to the attributes and methods which can inherit from super-class. Hence, the dependence degree of a generalization relationship should be bigger than that of a composition relationship. Finally, as the realization relationship defines the most concrete relationship among classes, its dependence degree is the biggest [7]. In general, let \( r_i \) with \( 1 \leq i \leq 6 \) be dependency, association, aggregation, composition, generalization, and realization relationships respectively. The comparison of the dependence degrees of these six kinds of primary relationships among classes of a class diagram is as follows [7]:

\[ d(r_1) < d(r_2) < d(r_3) < d(r_4) < d(r_5) \]

\[ d(r_4) \leq d(r_5) \leq d(r_6) \]

where \( d(r_i) \) denotes the dependence degree of \( r_i (1 \leq i \leq 6) \). Therefore, it can be concluded that the structural complexity of a class diagram relies on the different dependence degrees of the relationships among its classes and the distribution of these relationships.

| TABLE I: DEFINITIONS OF ADJACENCY, DISTANCE AND SHORTEST DISTANCE MATRICES OF A CLASS DIAGRAM | 
|-----------------------------------------------|-----------------------------------------------|
| **Matrix** | **Definition** |
| Adjacency \( A[aij]\) | If (an edge joins vertices \( i \) and \( j \)) then \( a_{ij} = 1 \), zero otherwise. Obviously, if (\( i \) equals to \( j \)) then \( a_{ii} = 0 \). |
| Distance \( D[d_{ij}]\) | If (\( a_{ij} \) equals to 1) then \( d_{ij} = \) dependence degree of the relationship between classes \( i \) and \( j \), otherwise \( d_{ij} = 0 \). Obviously, if (\( i \) equals to \( j \)) then \( d_{ii} = 0 \). |
| Longest distance \( L[l_{ij}]\) | \( l_{ij} = \) the longest path between vertices \( i \) and \( j \). Obviously, if (\( i \) equals to \( j \)) then \( l_{ii} = 0 \). |

Each of the \( a_{ij}, d_{ij}, l_{ij} \) values is related to the value on line \( i \) and column \( j \) of their respective matrices that \( 1 \leq i, j \leq n \).

III. STRUCTURAL SOFTWARE METRICS

In this section, we have used graph algorithms and proposed a new set of structural software metrics to estimate the quality of an ultimate software system based on all types of direct/indirect relationships among its class diagram’s classes. In order to apply graph algorithms to propose our objective structural software metrics, firstly, we map the class diagram into its graph-based structural model where the nodes and edges of the graph are the classes and relationships among classes of the class diagram respectively. The weights of the edges among the nodes are the dependence degrees of the relationships among the respective classes. Let \( G \) be a connected, directed, acyclic, and weighted respective graph of a class diagram with vertex set \( V(G) \) and edge set \( E(G) \). We use \( |V(G)| = n \) and \( |E(G)| = e \) to denote the cardinality of \( V(G) \) and \( E(G) \) respectively. Our applied graph algorithms employ:

- Adjacency matrix,
- Distance matrix,
- Longest distance matrix.

To propose a new set of structural software metrics. Table I illustrates the definitions of these matrices.

The first employed graph algorithm is the critical path method [9] which is used to compute the longest paths between all pairs of vertices in \( G \) with the following pseudo-code:

**Algorithm 1.**

**Input:** \( A[aij]n \times n \), \( D[dij]n \times n \).

**Output:** \( L[lij]n \times n \).

**begin**
for \( i = 1 \) to \( n \) do
for \( j = 1 \) to \( n \) do
replace the longest path between vertices \( i \) and \( j \) to \( lij \);
**end**

As the longest path algorithm has been solved for acyclic graphs with nonnegative weights [9, 10], in this paper we consider the class diagrams that their respective graph-based structural models can be mapped to a directed, acyclic, and weighted graphs. Based on the output of the “Algorithm 1”, \( L[lij]n \times n \), our proposed software metrics are defined.

**Metric 1:** Maximum Relational Complexity (MaxRC) between classes \( u \) and \( v \) can be defined as:

\[ \text{MaxRC} (u, v) = l_{uv} \]

where \( l_{uv} \) is the value of the \( L[lij]n \times n \). The MaxRC indicates a relationship (direct/indirect) with the maximum dependence degree between two classes. Therefore, MaxRC shows the maximum possible relational complexity between two certain classes of a class diagram.

**Metric 2:** Maximum Relational Outgoing Complexity (MaxROC) of a class \( v \) can be defined as:

\[ \text{MaxROC} (v) = \sum_{i=1}^{n} l_{vi} \]

\[ 1 \leq v \leq n \]

where \( v \in V(G) \) in the graph-based structural model of the class diagram. The MaxROC \( (v) \) equals to the sum of the dependence degrees of outgoing relationships (direct/indirect) from a class \( v \) to all other classes with maximum complexities. According to (4), the following algorithm is used to compute the MaxROC \( (v) \):

**Algorithm 2.**

**Input:** \( L[lij]n \times n \).

**Output:** MaxROC \( (v) \).

**begin**
MaxROC \( (v) = 0.0 \);
for $i = 1$ to $n$ do 
  add $l_{vi}$ into $\text{MaxROC}(v)$; 
end

Metric 3: Maximum Relational Incoming Complexity (MaxRIC) of a class $v$ defines the sum of the dependence degrees of incoming relationships (direct/indirect) from all other classes to a class $v$ with maximum complexities. The MaxRIC of a class $v$ can be defined as:

$$\text{MaxRIC}(v) = \sum_{i=1}^{n} l_{iv}$$

where $v \in V(G)$ in the graph-based structural model of the class diagram. In order to compute the $\text{MaxRIC}(v)$ the following algorithm is used according to the proposed (5):

Algorithm 3.
Input: $L[lij]_{n \times n}$.
Output: $\text{MaxRIC}(v)$.
begin
$\text{MaxRIC}(v) = 0.0$;
for $i = 1$ to $n$ do 
  add $l_{iv}$ into $\text{MaxRIC}(v)$;
end

According to the definitions of our proposed structural software metrics, a general view point of the software metrics can be explained. Then in next section, we elaborate these view points using a simple example. The proposed first software metric can measure the maximum relational complexity between two classes of a class diagram with regarding all types of direct/indirect relationships between them. In this way, the software metric 1 can estimate the maximum relational complexities among the classes of an ultimate software system more objectively.

Software metrics 2 and 3 can measure the sum of the maximum relational complexities of a class with all other classes of a class diagram. These two software metrics can reveal and predict the bottleneck classes of an ultimate software system which have the most complex relationships with other classes. This is due to that the biggest value of all MaxROCs in a class diagram indicates a class that has the biggest relational outgoing complexity. Thus, this class needs more time and effort for testing and maintenance compared to other classes. In this way, this class can be a bottleneck class in the ultimate software system as it has the most complex transactions with other classes. Similarly, this interpretation can be described for the biggest value of all MaxRICs in a class diagram. Next section demonstrates the above mentioned view points through an example.

![Fig. 2. A schematics of a simple class diagram.](image1)

![Fig. 3. The graph-based structural model of the class diagram.](image2)

![Fig. 4. The adjacency (a) and distance (b) matrixes of the graph-based structural model of the example class diagram.](image3)

![Fig. 5. The longest distance matrix of the graph-based structural model of the example class diagram.](image4)

Based on the developed graph-based structural model of the class diagram in Fig. 3, the distance and adjacency matrixes are computed and depicted in Fig. 4 (a, b).

Then, we apply the “Algorithm 1” to compute the $L[lij]_{4 \times 4}$ as illustrated in Fig. 5. According to the computed $L[lij]_{4 \times 4}$ of example class diagram, the outputs of our proposed software metrics for this example are summarized in Tables II, III. Tables II and III can clearly describe the view points of our proposed software metrics for this example. Table II illustrates the possible maximum relational complexities (i.e. metric 1) between all classes of the example class diagram. In Table I, the proposed software metric 1 demonstrates that the possible maximum relational complexity between classes “CourseOptions” and “Course” (nodes 1 and 4) can be 7, $\text{MaxRC}(1, 4) = 7$. This indicates that in the ultimate software system the relationship between classes “CourseOptions” and “Course” through classes “CourseOffering” and...
“CourseManager” can be more complex than their relationship through class “CourseOffering”. Similarly, Table I indicates that the possible maximum relational complexity between “CourseOffering” and “Course” (nodes 3 and 4) can be 4, MaxRC (3, 4) = 4. This means that the relationship between classes “CourseOffering” and “Course” through class “CourseManager” can be more complex than their direct relationship.

On the other hand, Table III shows the proposed MaxROC (v) and MaxRIC (v) metrics where 1 ≤ v ≤ 4 which denotes the classes of the class diagram. Table III indicates that the software metrics 2 and 3 measure MaxROC (3) = 6 and MaxRIC (3) = 3. These results represent that the sum of the maximum outgoing and incoming relational complexities of class “CourseOffering” with all other three classes can be 6 and 3 respectively. Moreover, as the biggest value of all MaxROCs is MaxROC (1) = 15, it can be detected that the class “CourseOptions” may be a bottleneck class in the ultimate software system. It means that the class “CourseOptions” has the most complex relationships with other classes. In this way, the class “CourseOptions” needs more time and effort to maintain in the next phases of the development. Another bottleneck class of the ultimate software system can be class “Course”. This is due to that the MaxRIC (4) = 13 is the biggest value of all MaxRICs.

<table>
<thead>
<tr>
<th>TABLE II: THE COMPUTED VALUES OF METRIC 1.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MaxRC (u, v)</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>u = 1</td>
</tr>
<tr>
<td>u = 2</td>
</tr>
<tr>
<td>u = 3</td>
</tr>
<tr>
<td>u = 4</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>TABLE III: THE COMPUTED VALUES OF METRICS 2 AND 3.</th>
</tr>
</thead>
<tbody>
<tr>
<td>MaxROC (v)</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>MaxROC (v)</td>
</tr>
<tr>
<td>MaxRIC (v)</td>
</tr>
</tbody>
</table>

V. CONCLUSIONS

In this paper, we have proposed a new set of structural software metrics to estimate the quality of an ultimate software system using graph algorithms. We have applied graph algorithms to the graph-based structural model of a class diagram and introduced a set of structural software metrics including MaxRC (u, v), MaxROC (v), and MaxRIC (v), where v, w V (G). The advantages of the proposed new structural software metrics were as follows: (1) the metrics considered all direct and indirect relational complexities among classes, (2) the metrics highlighted some classes which were needed to be considered more in maintenance phase, and (3) the metrics realized the bottleneck classes of the ultimate software system.
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